# Assignment 1 - Task 2: Fall.R Customization (Winter Theme)

The Fall.R script, adapted from Fronkonstin, uses L-systems to generate fractal-like plant art. By default, the script is styled with a fall-inspired color palette ("burlywood3"), evoking the warmth and tones of autumn leaves. To customize the plot, I changed the color scheme to a winter theme by replacing the fall palette with cooler tones. Specifically, I used the color 'skyblue' to reflect the crisp and icy feel of winter. This demonstrates how small modifications in visualization choices, such as colors, can significantly alter the thematic interpretation of the same underlying data. While the original conveys warmth and seasonal change, the customized version conveys a sense of coldness and tranquility, consistent with a winter aesthetic.

## R Code (Winter Version)

# Title: Winter color (based on Fall.R)  
# Credit: https://fronkonstin.com  
  
# Install packages if not already installed  
# install.packages("gsubfn")  
# install.packages("tidyverse")  
  
library(gsubfn)  
library(tidyverse)  
  
# Define elements in plant art  
axiom="X"  
rules=list("X"="F-[[X]+X]+F[+FX]-X", "F"="FF")  
angle=22.5  
depth=6  
  
# Generate string from axiom  
for (i in 1:depth) axiom=gsubfn(".", rules, axiom)  
  
actions=str\_extract\_all(axiom, "\\d\*\\+|\\d\*\\-|F|L|R|\\[|\\]|\\|") %>% unlist  
  
status=data.frame(x=numeric(0), y=numeric(0), alfa=numeric(0))  
points=data.frame(x1 = 0, y1 = 0, x2 = NA, y2 = NA, alfa=90, depth=1)  
  
# Generate plant structure  
for (action in actions)  
{  
 if (action=="F")  
 {  
 x=points[1, "x1"]+cos(points[1, "alfa"]\*(pi/180))  
 y=points[1, "y1"]+sin(points[1, "alfa"]\*(pi/180))  
 points[1,"x2"]=x  
 points[1,"y2"]=y  
 data.frame(x1 = x, y1 = y, x2 = NA, y2 = NA,  
 alfa=points[1, "alfa"],  
 depth=points[1,"depth"]) %>% rbind(points)->points  
 }  
 if (action %in% c("+", "-")){  
 alfa=points[1, "alfa"]  
 points[1, "alfa"]=eval(parse(text=paste0("alfa",action, angle)))  
 }  
 if(action=="["){  
 data.frame(x=points[1, "x1"], y=points[1, "y1"], alfa=points[1, "alfa"]) %>%   
 rbind(status) -> status  
 points[1, "depth"]=points[1, "depth"]+1  
 }  
 if(action=="]"){  
 depth=points[1, "depth"]  
 points[-1,]->points  
 data.frame(x1=status[1, "x"], y1=status[1, "y"], x2=NA, y2=NA,  
 alfa=status[1, "alfa"],  
 depth=depth-1) %>%   
 rbind(points) -> points  
 status[-1,]->status  
 }  
}  
  
# Plot in winter colors  
ggplot() +  
 geom\_segment(aes(x = x1, y = y1, xend = x2, yend = y2),  
 lineend = "round",  
 color="skyblue", # Changed to winter color  
 data=na.omit(points)) +  
 coord\_fixed(ratio = 1) +  
 theme\_void()  
  
# Save image to file  
ggsave("Winter\_leaf.png", width = 8, height = 8, dpi = 300)

## Winter Leaf Plot

![](data:image/png;base64,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)